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Abstract. Automated support of business processes by information
systems can be seen as state-of-the-art for many domains, such as pro-
duction planning or customer relationship management. A myriad of
approaches to the automation of business processes in these domains
has been proposed. However, these approaches are not suited for highly
creative processes, as they are observed in the field of innovative product
design. These processes require a high degree of flexibility of the process
implementation. In this paper, we focus on product design processes and
propose a methodology for the implementation of supporting workflows.
In order to cope with the imposed flexibility requirements, we follow
an artifact-centric approach. Based on high-level process models, object
life-cycle models are derived. Those are manually enriched and used for
automatic generation of an executable workflow model. We also present
an implementation of our approach.

Keywords: process automation, flexibility, artifact-centric, object life-
cycles, methodology

1 Introduction

Since process orientation has been brought forward as a paradigm for structuring
enterprises, process awareness emerged not only as an organizational principle,
but had an impact on the design of information systems, cf., [1,2]. Process-aware
information systems and workflow technology gained importance for the support
of business processes in various domains [3], such as production planning or
customer relationship management. This trend was manifested in a myriad of
approaches to the automation of business processes and various standardization
efforts as, for instance, WS-BPEL [4] and the WfMC reference model [5]. However,
business processes in certain domains turn out to impose requirements on their
implementation that are hard to address using common imperative workflow
technology. An example for such a setting are clinical pathways that describe
the different steps during interdisciplinary diagnosis and clinical treatment of
patients in a hospital [6]. Information systems supporting this kind of processes,
for instance, should allow for ad-hoc deviations of workflow instances. As such a
feature is not supported by common workflow technology, specialized systems
like the ADEPT system [7] have been developed.
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In this paper, we focus on another example for processes that require a high-
degree of flexibility of their implementation. That is, we consider the workflow
support for highly creative processes as observed in the field of innovative product
design. Although the actual design of consumer products is a manual task, the
internal treatment of design proposals follows on predefined processes. Further,
a high degree of repetition of these processes along with the need to track
design decisions suggests to support such processes with according workflow
technology. Unfortunately, processes for the treatment of product design proposals
impose particular requirements on the underlying implementation, among them
state-driven execution of activities and the possibility to react to externally
triggered state changes of the proposals accordingly. These requirements suggest
to approach the implementation of product design processes with the case-
handling paradigm [8,9] or an artifact-driven approach [10,11]. We take up these
ideas and show how they are adapted and extended for the concrete use case of
product design processes.

Our contribution is a methodology for flexible artifact-driven automation of
product design processes. With respect to the different involved stakeholders
in product design processes, we propose two modeling perspectives to provide
easy understandable process descriptions on the one hand and detailed technical
specifications on the other hand. As design processes are artifact-centric we
suggest object life-cycles for the technical specification of artifacts, while the
high-level description is defined in a process modeling notation. Furthermore, we
outline how both perspectives can be interrelated to apply consistency verification.
While we rely on existing formalisms for the description of object life-cycles,
we elaborate on object life-cycle composition and inheritance in detail. Finally,
our approach comprises the generation of an executable workflow model with a
structure that addresses the special needs of product design processes at runtime.
Hence, our methodology covers all steps from the initial design of the overall
processing to the specification of the supporting workflow. As an evaluation, we
present an implementation of our approach.

The remainder of this paper is structured as follows. Section 2 outlines the
characteristics of product design processes and defines requirements for process
automation. We describe the levels of our methodology in Section 3 and elaborate
on relations between models in Section 4. Our implementation is presented in
Section 5. Finally, we review related work in Section 6 and conclude in Section 7.

2 Processes for Innovative Product-Design

Innovation is one of the key values for the success of almost every enterprise.
Major potential for innovation lies in the process of designing new products. To
get a maximum amount of promising product proposals, as many design processes
as possible are performed. Thus, product design is a costly process that must
be supported accordingly by information systems. Dealing with these processes
involves some major challenges.
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Artifact-centric process. A design process is characterized by intensive
interdisciplinary collaboration, which requires artifact-centric views on running
process instances. Various experts must be able to access the whole data available
for certain proposals to be able to make decisions.

Many objects. To design a product, many ideas have to be evaluated and
compared. Rather bad ones are rejected and resources are concentrated on
promising ones. Furthermore, a product may be a composition of many different
parts that are developed by different experts, but still influence each other.

State-driven enactment. Product design is a very creative process and
must not be restricted by the underlying information system. Only the current
state of a proposal determines the next activities, as it is very likely that certain
activities have to be performed multiple times until their outcome is a suitable
result. Besides, domain experts must be able to directly change properties of
proposals, which might trigger state changes that cannot be anticipated.

Flexibility. Even if a proposal was accepted, it is still in progress. Certain
tasks have to be performed again to incorporate new ideas and optimize the
overall result. Therefore, redoing and skipping of tasks must be under the control
of domain experts.

Impact of process environment. Product design processes may have long
durations and take place in a constantly changing business environment. That
makes it important to adapt processes fast. Additionally, changes might influence
the goals of design processes and, therefore, should have direct impact on the
execution of running process instances.

As the design process is driven by states of proposals, the actual process
execution should be specified by object descriptions. Nevertheless, process models
are helpful for the communication between stakeholders and for the specification
of how business goals should be achieved, e.g. which design methods should be
applied. Thus, a methodology for the automation of design processes should
involve process specifications and detailed object descriptions. To maintain these
models, which cover different perspectives and abstraction levels, methods for
consistency verification must be provided. Design processes may become very
complex as they comprise many different artifacts. A common approach to deal
with such complexity is to create various models describing different artifacts and
their behavior in different contexts. Consequently, there is the need for model
composition to be able to derive one complete process specification. Finally,
process execution must be state-based and flexible. Unforeseen external events
must have direct impact on running process instances.

3 Methodology Levels for Artifact-Driven Process
Automation

This section presents our methodology for the automation of product design
processes. The three different levels are illustrated in Fig. 1. At the highest level,
business experts create high-level models (HLMs) to define how business goals of
the company have be achieved w.r.t. the design of new products. At the second
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Fig. 1. Methodology for the automation of product design processes

level, domain and IT experts model OLCs for all business entities involved in the
process. In addition, they create relations between HLMs and OLCs and among
OLCs, that describe similar behavior, specialization of behavior and dependencies
between objects. Based on such relations we provide consistency verification for
appropriate handling of frequently changing processes. The third level describes
an executable workflow model that can be automatically derived from an OLC.
The workflow model has a structure that enables purely state-based process
execution and rich flexibility at runtime.

3.1 High-Level Models

Notations for business process modeling such as BPMN, EPCs, or UML activity
diagrams have become state of the art for business process discovery and de-
sign [12,13]. They provide rich tools for the definition of an ordering of activities
to achieve business goals on the one hand and role models to define responsibili-
ties for execution on the other hand. Even though product design processes are
data-driven, process models are very helpful. May it be discovery of processes,
process documentation, specification of responsibilities or adaptation to and
verification of compliance rules, it turned out that process models are the most
suitable language for the communication between all involved stakeholders [2].
Therefore, we propose to start modeling product design processes with a common
process description language to get an overview of the general procedure. For
illustration purposes, we use a BPMN subset containing activities, control nodes
and edges to define such high-level models (HLMs). The restriction to a subset
is necessary to be able to reason on the relation between HLMs and OLCs. For
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this subset, execution semantics are defined unambiguously by a translation into
Petri nets models, cf., [14].

3.2 Object Life-Cycles

OLCs describe all states and state transitions of an object during its life time.
States correspond to certain property sets but abstract from concrete data values,
while state transitions represent business activities that have impact on the
described object. State chart based notions like UML state machines and notions
based on Petri nets are the most popular notions to model OLCs. The main
difference between both notions is, that in a state machine an object state is
represented by a node and, following on existing work [15,16], in a Petri net an
object state is given by the marking of the net. In design processes, a product
likely consists of various objects, which are developed in parallel. This has major
impact on the respective OLCs, as it is necessary to define dependencies between
those objects for a correct and complete system specification. Therefore, we us
Petri net to define OLCs.

We interpret transitions as business activities and markings as states of an
object handled by these activities. Accordingly, the Petri net must be safe as
there is no reasonable interpretation in terms of an object state for a place of
the Petri net that is marked with more than one token. Furthermore, we adopt
the definition of OLCs introduced in [16]. An OLC has exactly one initial place
corresponding to object creation and exactly one final place corresponding to
object destruction. Each transition and each place is located on a path between
these dedicated places.

OLCs describe the behavior of single object types. We assume that decisions
at places, where alternative continuation is possible, are made based on the whole
object state. This includes decisions made earlier in concurrent paths. We assume
that potential deadlocks are avoided by the use of this information. Therefore,
we consider OLCs to be correct, if they are relaxed sound [17]. That is, every
transition has to be part of some firing sequence from the marking containing
the initial place only to the marking containing the final place only.

3.3 Workflow Model

The third level of the methodology is a workflow model that enables rich flexibility
during runtime and eases adaptation. The main idea behind the workflow model
is to separate activities from the restrictiveness of control-flow and to determine
execution orders purely state-based. That is, process execution is in general
determined by the given OLCs and the defined state transitions, but the workflow
model allows for deviations in terms of externally triggered state changes. Thus,
the OLCs keep maintainable as they do not have to contain all deviations possible
at runtime and business users are enabled to influence the actual process execution
by manipulating the processed business objects and their states. Furthermore,
unforeseen events in the business environment can be reflected by state changes
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and have direct impact on the process execution. The workflow model can be
derived in an automatic transformation of an (composite) OLC.

Transition Block

Fig. 2. Overview of the workflow model

We define the workflow model using the Coloured Petri nets formalism as it
is illustrated in Fig. 2. The Transition Block contains all implementations of the
activities performed on an object, i.e., transitions of the OLC. These transitions
can be executed completely independent from each other. Tokens running through
the net carry a variable that represents a current substate of the process, e.g. a
process starts with one token in the place init carrying the initial state. According
to the substate of a token, the transition OR enables transitions in the Transition
Block. Each outgoing arc of OR has an expression, that specifies the substates
where the respective transition becomes enabled. If multiple arc expressions are
true, all respective transitions are enabled and executed concurrently. Basically,
substates correspond to places in the OLC. A place in an OLC is either marked
with zero or one token. Thus, a token in the workflow model carrying a value x
indicates that in the current marking of the OLC there would be a token in place
x. A major intention of the workflow model is to separate control-flow restrictions
from the actual execution of transitions. Therefore, we have to mind concurrency
and exclusive decisions in the transformation from an OLC to a workflow model.

Concurrency The concurrent execution of transitions in the workflow model is
realized by enabling these transitions at the same substate carried by a token. The
synchronization of tokens is also realized independent from the actual execution
of transitions in order to keep the model flexible. Synchronization is realized by
the Token Matcher. It is a subnet, that is entered by all tokens carrying a substate
that requires synchronization. Tokens are matched pairwise. Synchronization of
three or more tokens is realized in multiple steps. To be able to keep track of
such complex synchronizations, additional substates for tokens are introduced
during the transformation.
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Exclusive decisions Exclusive decisions need special handling as the structure
of the workflow does not allow for such decisions. Transitions, that are enabled
at same substate are executed in parallel. Therefore, exclusive decisions become
explicit transitions during the transformation. They occur in the Transition
Block and produce a token with a substate that indicates which of the exclusive
transitions has to be executed. Accordingly, each of the exclusive transitions has
a unique substate as its precondition (i.e. arc expression).

External Events One important requirement for the execution of design pro-
cesses is the ability to handle unforeseen events. We propose the strict separation
of control-flow restrictions and implemented transitions as the solution. An ex-
ternal event causes an arbitrary change of data of an object involved in the
process. To be able to continue the process execution, the object must be in
a consistent state after the event happened. Therefore, the new object state
must occur in the respective OLC and can be translated into valid substates for
tokens. Consequently, an external event can be reflected by continuing process
execution with a set of tokens carrying the substates that represent the new
object state. Note that process continuation after an external event is not equal to
a complete rollback. Likely, such an event changes certain properties of an object,
but it will not have impact on all data that was created during former process
execution. Some transitions might be skipped when continuing process execution,
as the data they would produce is already present and still valid. Additionally,
an external event during the execution of two concurrent branches might trigger
redoing of an activity preceding the parallel split. In this case, either the split
and all succeeding activities are performed again or the execution of one branch
continues and activities of the other one are executed again, because only data
relevant for this branch has changed. To ensure the correct number of tokens in
the net at any time, the latter option is traced back to the first one by skipping
all activities that have been executed before. We propose that such skipping or
redoing of transitions is under the control of domain experts, as an execution
engine is in general not able to decide whether existing values are still valid.

4 Relations between Models

The business environment of product design processes is constantly changing.
Hence, the development of sufficient support with information systems is an
iterative process where changes are very likely. Changes induce the possibility of
inconsistencies. Therefore, we propose to relate similar parts among OLCs and
and between OLCs and HLMs and present a notion for consistency verification
based on these relations. Besides, we investigate OLC composition in this section,
which is necessary to express dependencies between different objects.

4.1 Inheritance of Object Life-Cycles

Products are often related to others, they belong to product categories. Mem-
bers of the same category differ from each other in certain specializations. A
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methodology for product design processes must reflect such specialization, to
express that similar goals are achieved in similar manner. In order to allow for
effective handling, specialization dependencies should be reflected when modeling
OLCs. Thus, the life-cycle may be specified for a category of products first,
while it is later refined for specific product subtypes. We address this demand by
introducing a novel notion of inheritance for OLCs. Fig. 3 depicts a parent and a
child model, which we will use for illustration purposes. We assume a refinement
relation between transitions as indicated by dotted lines, i.e. the transition set
{A1′, A2′} in the child model refines the transition set {A} in the parent model.
A pair of related transition sets is called correspondence.

(a)

(b)

A B C

A1'

B'

C'

A2'

D

D'

C1 C2 C3 C4

Fig. 3. Specialization of an Object Life-Cycle

Evidently, we do not require such refinements of OLCs to be hierarchical. This
is motivated by the observation that most sequential orderings of transitions are
due to some data dependencies. That is, the preceding transition will provide some
data that the succeeding transition requests. During specializing of OLCs, the
single transitions might be refined into several transitions representing smaller
units of functionality. Now, it is very likely that in the process of refining
transitions one will discover potential for optimization in terms of parallelization
as the data dependencies hold solely between some of the refined transitions.
Fig. 3 illustrates such a scenario. The transition B′ depends on the data provided
by A1′ but is independent from A2′. Therefore, it is not necessary to wait until
A2′ is finished to start B′.

Against this background, existing techniques for the verification of consistency
of an inheritance relation between two behavioral models cannot be applied. Those
either require refinements to be hierarchical in terms of single-entry-single-exit
subgraphs [18] or require that the observable behavior does not change [19,16].
Consequently, the described scenario would be considered to be inconsistent. In
order to cope with scenarios as introduced above, our notion of inheritance allows
for sequentialization and parallelization. The core idea of the consistency notion
is to check whether each ordering of transitions in the parent model, with respect
to their correspondences, is reflected by some transitions in the child model. That
is, if there is a transition t1 in the parent model belonging to a correspondence
C1 that is always preceding a transition t2 belonging to a correspondence C2,
there must be a transition t3 ∈ C1 that always precedes a transition t4 ∈ C2 in
the child model.
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Our inheritance notion is formally grounded on trace semantics. For the
model for OLCs introduced above, a complete trace is a firing sequence of
Petri net transitions leading from the initial marking to the final marking. In
Fig. 3, for instance, the child model induces the traces A1′, B′, A2′, C ′, D′ and
A1′, A2′, B′, C ′, D′. To decide consistency regarding to an inheritance relation
between two models, consistency between all pairs of correspondences is checked.
Consistency of a correspondency pair is decided by comparing all traces of
both models. As a correspondence is possibly complex, and therefore, transition
sets may have different cardinalities, we partition traces into sub-traces before
comparing them. A partitioning induced by a pair of correspondences is based
on a classification of transitions as either being interleaving, being part of one of
the transition sets without being interleaving, or being not part of any transition
set. A transition belonging to either of the transition sets is interleaving if there
is another transition belonging to the other transition set and there is at least
one reachable marking where these two transitions are enabled concurrently.
For our aforementioned example, transitions B′ and A2′ in the lower model are
interleaving transitions, when comparing the correspondences C1 and C2.

C1 ι(C1,C2)

t

C1 C3
C1 C4

C1 C2
C1 C3
C1 C4Partitioning

of traces
of model (a)

C1, C2
C1, C3

C1, C4

C1, C4

C1, C3
C1, C2

Partitioning
of traces

of model (b)

C2 C3C2, C3

C2 C4C2, C4

C3 C4C2, C3

C2 C3C2, C3

C2 C4C2, C4

C3 C4C2, C3

Fig. 4. Partitioning of traces of the mod-
els in Figure 3

Fig. 4 illustrates the partitioning of
traces for all pairs of correspondences
defined in Fig. 3. A sub-trace is labeled
like a correspondence, if it contains
non-interleaving transitions belonging
to the transition set associated to the
respective correspondence. Interleav-
ing transitions are labeled by ι and
the label of the two respective corre-
spondences. Transitions that are not
part of any of the transition sets are
neglected. We conclude that both mod-
els show equal trace partitionings for
the pairs of correspondences (C1, C3)
and (C2, C3). They are sequentially
ordered without any interleaving tran-
sitions. For the pair (C1, C2), however, both models have a different trace parti-
tioning. While the parent model shows a sequential ordering, the child model
shows a sub-trace of non-interleaving transitions belonging to C1 followed by a
sub-trace of interleaving transitions belonging to C1 and C2.

Based on such a trace partitioning we decide whether two correspondences
are consistent. Therefore, the partitionings are transformed into a representation
that reflects implied data dependencies only. That is, all interleaving parts are
either neglected or replaced by an non-interleaving part belonging to one of the
transition sets. An interleaving part is

◦ hidden if it succeeds a non-interleaving part of one transition set and precedes
a non-interleaving part of the other transition set;
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◦ replaced by a non-interleaving part C2, if it is surrounded by non-interleaving
parts of C1 and vice versa;

◦ replaced with a non-interleaving part different to the one that precedes the
interleaving part, if it is the last part of the trace;

◦ replaced with a non-interleaving part different to the one it precedes, if it is
the first part of the trace.

Traces are considered to be compatible, if they have equal trace partitionings
after this transformation. A pair of correspondences is consistent, if for each trace
in the parent model, there is a compatible trace in the child model. Two OLCs are
in a consistent inheritance relation if all pairs of correspondences are consistent.
To ensure, that an object implements the complete behavior of its parent, all
transitions of the respective parent model must be part of a correspondence with
the child model.

4.2 Composition of Object Life-Cycles

Inheritance of OLCs copes with specialization relations between products. Prod-
ucts may also be related by composition relations. Many products are compositions
of several parts with special functionality, which can be developed independently
to a certain degree. Such compositions impact also on the respective OLCs and
have to be considered when deriving one as a complete system specification for
process automation. Furthermore, we propose to specify the behavior of a product
in various OLCs that describe different aspects of the products behavior to reduce
complexity and to ease maintainability. We distinguish three composition types.

Synchronous Some activities in a process have impact on multiple objects. For
example, the design of intersection points between two independently developed
components is one task that affects both components. Execution of such activities
triggers state changes in both respective OLCs, and these activities likely have
preconditions regarding to all involved objects. Thus, OLCs of these components
must be composed not only to derive a complete system specification but also to
be able to verify consistent behavior. The composition is realized by identifying
and merging transitions of all involved OLCs that represent equal activities.

Asynchronous In contrast to activities that have impact on multiple objects,
other activities require various objects to be in certain states without changing
them. That is, certain properties of one component must already be defined
because they have impact on the design of other components. In terms of OLCs
this means a transition of one model is waiting for the completion of a transition
of another model. Consequently, models are composed by connecting these
transitions with an additional place.

Alternative Continuation The OLCs of single objects may become complex,
for instance, if objects occur in various contexts where they show different
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behavior. A common approach to reduce complexity is to define several models
that describe different aspects of the behavior of the same object. These models
have certain states in common where a context change might happen. Hence,
composition is realized by merging all similar places of models describing the
same object. Composition by merging places makes sense for models describing
the same object only. If one would compose OLCs describing different objects
using a place, it would express that two different objects could reach the same
state. This is a contradiction to the semantics of a state, as it says that two
objects in equal states cannot be distinguished.

Consistent Compositions Composing OLCs as described before leads to a
model that contradicts the definition of an object-life cycle, as it may contain
multiple initial and final places. This must be resolved by creating a new initial
and a new final place and connecting them with the initial and final places of
the OLCs describing the singe components. After this transformation, composite
OLCs are similar to standalone ones. Thus, the composition must be bounded
and safe, as a marking still represents a state and there is no valid interpretation
for a place with multiple tokens. Additionally, composite OLCs must always
describe the aggregated behavior of all original OLCs and can optionally describe
additional behavior in terms of interaction between objects. Consequently, the
composite OLC must not contain dead transition, each transition must be part
of a trace from the initial to the final marking. Otherwise, the described behavior
has changed and the composite OLC is considered to be inconsistent. We have
argued before, that syntactically possible deadlocks in OLCs are avoided, because
the whole state of an object is considered in exclusive decisions. This argument
also holds for OLC compositions. Thus, a consistent composition is relaxed sound.

In sum, OLC composition enables the structured definition of an artifact-
centric system specification. A system can easily be extended by adding OLCs
describing new aspects and adapted by editing or removing existing OLCs.
Consistency verification of both, single models and composite ones, can be applied
by checking for relaxed soundness. OLC compositions ease the maintainability
of large, constantly changing sets of models and provide methods to derive one
system specifications for process execution.

4.3 Relation between High-Level Models and Object Life-Cycles

HLMs and OLCs have very different modeling purposes and, therefore, are
different views on the same process. Furthermore, they are at different abstraction
levels: while HLMs consist of the most important activities only, object-life
cycles give detailed information about the single states and state changes of all
involved business objects. Obviously, these models will have many differences,
but there are also some similarities, since both views describe behavior of the
same process. The similar parts of the models should not contradict in the
described behavior. We propose to specify similar parts between HLMs and
OLCs using correspondences. Hence, activities in HLMs correspond to transitions
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in OLCs. Again, correspondences might be complex, meaning they are defined
between sets of activities and sets of transitions. A process likely involves several
business objects. That raises the question how to correlate multiple OLCs with
one HLM and whether it is allowed that a set of activities in a HLM corresponds
to various sets of transitions in different OLCs. This is certainly true, but using
the methods described in Section 4.2 these models can be composed to one OLC.
Transition sets corresponding to the same activity are indicating synchronization
points. Correspondences between the HLM and the composite OLC must be
non-overlapping, as the semantics of overlapping correspondences are unclear.

Section 4.1 introduced a consistency notion for OLC inheritance based on
complex correspondences. This notion is motivated by data dependencies between
activities and can be applied for relating HLMs and OLCs, even though modeling
purpose and view on the process are different. In either model type control-
flow restrictions for activities are specified. As correspondences identify similar
activities, the restrictions defined for them must not contradict. To apply the
consistency notion, HLMs have to be translated to Petri net. As previously
mentioned, such a mapping for our BPMN subset is given in [14].

5 Implementation

We implemented our approach prototypically and integrated it into the Oryx
Project1. The Oryx Mashup-Framework contains a Gadget that allows two define
correspondences between models. Based on these correspondences, consistency
regarding OLC inheritance can be verified. Fig. 5 depicts a parent (left) and
a child model (right) and four defined correspondences. The correspondence
pair c3 = ({C}, {C}) and c4 = ({D}, {D}) is inconsistent. Therefore, all respec-
tive transitions have been highlighted. Currently, the implemented algorithm
is restricted to sound free-choice Petri net based models, i.e. HLMs that can
be mapped to sound free-choice Petri nets and sound free-choice OLCs. This
restriction is because of the strong relation between syntax and semantics of this
Petri net class, that allows for more efficient calculation of consistency. Besides
the consistency notion, we implemented the transformation from a (composite)
OLC into a workflow model. To integrate the transformation into Oryx, a client
and a server plugin have been realized. The client plugin offers the functionality to
trigger the transformation for the OLC currently opened in the Editor. The server
plugin realizes the transformation and responds with the generated workflow
model in a JSON representation. The workflow model can be displayed in Oryx
by creating a new Coloured Petri net and importing the JSON. Finally, the model
can be exported to CPN Tools2 for process simulation.

1 http://www.oryx-project.org
2 http://cpntools.org/

http://www.oryx-project.org
http://cpntools.org/
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Fig. 5. Transitions regarding to inconsistent correspondences are highlighted

6 Related Work

In recent years, artifact-centric design of business processes gained increasing
attention, see [10,11]. Following this methodology, the key driver of modeling
and execution are business artifacts that are specified by both, an informational
model and a life-cycle. Activities operate on artifacts and are responsible for
state changes. In contrast to such an integrated view, we propose a methodology
containing both process models and OLCs that are interrelated. Moreover, our
approach goes beyond the existing work by defining OLC hierarchies and com-
positions. To this end, we introduced a notion of inheritance for OLCs that is
related to work on behavior inheritance [19,16]. The latter builds on the notion
of branching bisimilarity and adapts it to the setting of partially corresponding
models. For two behavioral models, nodes that are without counterpart are
either be blocked or hidden when assessing behavioral equivalence. The notion of
inheritance introduced in this paper is much weaker than the notions of behavior
inheritance. We argue that specialization of objects may be non-hierarchical, so
that potential sequentialization or parallelization of activities calls for a more
relaxed notion of inheritance.

Regarding the composition of OLCs, our notion for synchronous composition
is related to work on the composition of UML state machines [20]. Asynchronous
composition has been investigated in the work on proclets [21]. Finally, the
composition of alternative continuations is related to scenario-based modeling
using oclets [22]. Oclets specify intended behavior, while anti-oclets are used
to express forbidden behavior under certain preconditions. A complete process
description is derived by composing oclets at runtime. A different approach
aiming for more flexibility during process execution is the concept of pockets
of flexibility [23]. These approaches mainly concentrate on reducing complexity
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of modeling flexible (parts of) processes. We enable flexibility by allowing for
not-specified execution sequences that are caused by unforeseen external events.

Finally, techniques for adaptive process management are also related to our
work. Adaptive process management has been studied in the ADEPT project [7] –
a process management system which is able to handle changes during runtime. The
creation of consistent process structures by OLC composition is investigated in [24].
They further discuss changes in the process structure in terms of adding/deleting
OLCs or dependencies between them. While these approaches aim for easy and
consistent adaption during runtime, we rather focus on flexibility. Therefore, we
consider them to be complementary.

7 Conclusion

In this paper, we presented an artifact-driven methodology to automate innovative
product design processes. We propose two modeling perspectives: high-level
models and object life-cycles. Our contribution here is a novel consistency notion
that is insensitive to control-flow structures and relies on data dependencies.
The notion can be applied to ensure consistency between both perspectives
and among object life-cycles with non-hierarchical refinements. Furthermore, we
presented methods for object life-cycle composition to derive a complete system
specification. These methods ease adaption, extension and maintainability of
complex and constantly changing processes. Finally, we introduced a workflow
model for process execution. The novel structure of this model enables rich
flexibility by determining control-flow purely state-based. The workflow model is
derived in an automatic transformation from an object life-cycle into a Coloured
Petri net.

In future research, we aim to extend our approach to instance correlation.
In product design it is common, that starting from one proposal a large set of
proposals with slightly different values for certain properties is created during
the design process. As these proposals do have a lot in common, they are not
handled isolated and run as a set through the process. Certain activities might
handle them equal to a single instance, i.e. the manipulated data is equal for all
instances, others will handle them as a list, for example approval tasks where
certain proposals are rejected and others are accepted.
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